**HDU1728逃离迷宫**

**Time Limit: 1000/1000 MS (**[**Java**](http://lib.csdn.net/base/javaee)**/Others)    Memory Limit: 32768/32768 K (Java/Others)  
Total Submission(s): 2426    Accepted Submission(s): 566**

**Problem Description**

　　给定一个 m × n (m 行 , n 列 ) 的迷宫，迷宫中有两个位置， gloria 想从迷宫的一个位置走到另外一个位置，当然迷宫中有些地方是空地， gloria 可以穿越，有些地方是障碍，她必须绕行，从迷宫的一个位置，只能走到与它相邻的 4 个位置中 , 当然在行走过程中，gloria 不能走到迷宫外面去。令人头痛的是， gloria 是个没什么方向感的人，因此，她在行走过程中，不能转太多弯了，否则她会晕倒的。我们假定给定的两个位置都是空地，初始时， gloria 所面向的方向未定，她可以选择 4 个方向的任何一个出发，而不算成一次转弯。 gloria 能从一个位置走到另外一个位置吗？

**Input**

　　第 1 行为一个整数 t (1 ≤ t ≤ 100), 表示[**测试**](http://lib.csdn.net/base/softwaretest)数据的个数，接下来为 t 组测试数据，每组测试数据中，   
　　第 1 行为两个整数 m, n (1 ≤ m, n ≤ 100), 分别表示迷宫的行数和列数，接下来 m 行，每行包括 n 个字符，其中字符 '.' 表示该位置为空地，字符 '\*' 表示该位置为障碍，输入数据中只有这两种字符，每组测试数据的最后一行为 5 个整数 k, x1 , y1 , x2 , y2 (1 ≤ k ≤ 10, 1 ≤ x1 , x2 ≤ n, 1 ≤ y1 , y2 ≤ m), 其中 k 表示 gloria 最多能转的弯数， (x1 , y1 ), (x2 , y2 ) 表示两个位置，其中 x1 ， x2 对应列， y1 , y2 对应行。

**Output**

　　每组测试数据对应为一行，若 gloria 能从一个位置走到另外一个位置，输出 “yes” ，否则输出 “no” 。

**Sample Input**
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**Sample Output**

no

yes

一道可走重复点的经典bfs(dfs)

理论上一般的走迷宫肯定是bfs找一条最短路径(况且本题还只是确定是否有解)，于是我开始还是先用了dfs来做，想到可能会爆栈就放弃了，看了题解发现可用dfs，只要会剪枝就可以了(功力不够...)。所以我就想应该是一般的bfs，但是发现正确率只有24%,所以一定有坑！在发现输入坑后，又反复排查了代码中的初始化，清零队列，输入输出结果可能是障碍后，还是wa, 并且过了网上

给的许多特殊样例，依然WA,不由得我陷入了对人生的思考。。。对了，这次做题还发现一个从来没见过的错误就是#include<bits/stdc++.h>这个头文件会和定义在main()外的int型y1变量冲突......原因是头文件里定义了double型y1,所以重复定义了。。。。

看了题解(真是永远都这么菜)后，终于明白自己错误的原因了。一开始思路就错了。这个题目是求能否到达，所以肯定会有多种可以到达的解，这就会出现一个问题，多个可达路径中会有点被多次访问，并且这多个路径拐弯的次数也不同，恰好题目也限制了转弯次数，而我还在用一般的BFS模式做，这就产生了错误的原因：迷宫类型的BFS会设置一个vis[][]用0和1记录某一位置是否被访问过。问题就在这里(况且我写的还是最普通的BFS，即使不WA,也极有可能超时，因为搜索中有大量可以剪掉的部分)，这会造成把正确的解给覆盖掉！

如下图：

（假如转弯数k=1,起点终点下， 那么如果你的代码是优先向右搜索就会出错 ，因为红色的线是先搜的，由于最多转一次弯，所以不合题意；   
蓝色是后搜的，因为遇到转弯数相等(我的代码里是因为vis[][]=1访问过，实际上可以看到这样设置标记是错误的)所以不往下走了了，但是继续走是可以满足题意输出"yes"的   
）

![http://dl.iteye.com/upload/attachment/584807/33c0d028-3930-3930-a467-be9b467fe128.jpg](data:image/jpeg;base64,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)

所以，这个BFS不能用走过没走过来确定是否走或不走该点，因为同一个点在选择的不同路径上应该可以被访问多次，应该用别的条件来判断。既然给出了拐弯次数限制，这样就可以想到如果有解，则一定会在k内走完，所以可以设置每个点在当前路径上已经拐了几次弯，然后优先走当前k小的点。这样的好处就是一来避免了vis[][]错误剪枝漏解(因为同一点可以被多次访问)，二来是利用了贪心和宽搜的思想，即在满足k的条件下同时顺便找出了最优解，具体做法：对当前点的转向数做一个标记，对重复经过的点只第一次标记入队而后面搜索时不重复加入队列(当作看不到，因为我们要的是最小转弯数，交叉重复并不影响广搜贪心性的实现，这个题目考我们限制条件从一般简单题目的步数到现在的转弯数，目的就是在考我们这一点)，对四个方向 进行BFS, 但不是一步一步 , 也就是搜一个方向的时候一直搜索到沿这个方向能走到的尽头 , 这样搜的话 , 能够保证搜过的路径的转弯次数都是最小的 ( 因为这是基于转弯次数从 0 到 k 的 BFS，即优先走完转向k小的点).

下面是本人的错误代码

#define \_CRT\_SECURE\_NO\_WARNINGS

#include<iostream>

#include<cstdio>

#include<cmath>

#include<algorithm>

#include<cstdlib>

#include<climits>

#include<deque>

#include<stack>

#include<vector>

#include<queue>

#include<bitset>

#include<map>

#include<set>

#include<functional>

#include<cstring>

#include<cctype>

#include<bits/stdc++.h>

typedef long long ll;

const int MOD=10e9+7;

const int INF=0x7fffffff;

const double ESP=10e-7;

const double Pi=acos(-1.0);

const int dr[]= {0,0,1,-1,1,1,-1,-1};//8向

const int dc[]= {-1,1,0,0,-1,1,-1,1};

const int fdr[]={0,0,1,-1};//上，下，右，左

const int fdc[]={-1,1,0,0};

#define maxn INF

#define min -INF

using namespace std;

char f[110][110];

int flag[110][110];

int x1,y11,x2,y2,m,n;

int res;

struct pos{

int x;

int y;

int d;

int kk;

};

int main(void)

{

int t,k,i,c,r,j,lastd,d,tmpk;

int first,last;

int xx,yy,x,y;

queue<pos>q;

pos tmp;

scanf("%d",&t);

for(i=0;i<t;i++)

{

memset(f,'\0',sizeof(f));

memset(flag,0,sizeof(flag));

while(!q.empty())

{

q.pop();

}

scanf("%d%d",&m,&n);

res=0;

first=last=0;

for(r=0;r<m;r++)

for(c=0;c<n;c++)

{

cin>>f[r][c];

}

scanf("%d%d%d%d%d",&k,&x1,&y11,&x2,&y2);

flag[y11-1][x1-1]=1;

x=y11-1;

y=x1-1;

tmp.x=x;

tmp.y=y;

tmp.d=-1;

tmp.kk=k;

q.push(tmp);

while(first<=last&&!q.empty())

{

if(res)

break;

else

{

tmp=q.front();

q.pop();

first++;

x=tmp.x;

y=tmp.y;

d=tmp.d;

lastd=d;

k=tmp.kk;

if(x==y2-1&&y==x2-1&&f[x-1][y-1]=='.')

{

res=1;

break;

}

for(j=0;j<4;j++)//上，下，右，左

{

xx=x+fdr[j];

yy=y+fdc[j];

if(xx==y2-1&&yy==x2-1&&f[xx][yy]=='.')

{

if(lastd==j&&k>=0)

{

res=1;

break;

}

if(lastd!=j)

{

k--;

if(k>=0)

{

res=1;

break;

}

else

{

flag[xx][yy]=0;//释放关节点

continue;

}

}

}

if(xx>=0&&xx<m&&yy>=0&&yy<n&&!flag[xx][yy]&&f[xx][yy]=='.'&&k>=0)

{

flag[xx][yy]=1;

tmp.x=xx;

tmp.y=yy;

tmp.d=j;

if(j!=lastd)

{

if(lastd!=-1)

{

tmpk=k-1;

if(tmpk<0)

continue;

else

{

tmp.kk=tmpk;

}

}

else

tmp.kk=k;

}

else

tmp.kk=k;

q.push(tmp);

last++;

}

}

}

}

if(res)

printf("yes\n");

else

printf("no\n");

}

return 0;

}

正解：

//bfs 93ms速度快于dfs

#include<iostream>

#include<cstring>

#include<cstdio>

#include<queue>

#include<bits/stdc++.h>

using namespace std;

#define INF 0x0fffffff

#define MANX INF

int m,n;

char a[110][110];

int vis[110][110];

int k,sx,sy,ex,ey;

int dir[4][2]={0,1,0,-1,1,0,-1,0};

struct node{

int x;

int y;

int cur;//当前点的转弯数

}now,nex;

void bfs(int x,int y)

{

memset(vis,0,sizeof(vis));

queue<node>s;

now.cur=-1;//起点不计转向

now.x=x;

now.y=y;

vis[x][y]=1;

s.push(now);

while(!s.empty())

{

now=s.front();

if(now.cur>=k)break;//0~k转弯数判断，还在范围内就继续执行，因为是一搜到底，所以k在下面的代码中不会超出k

s.pop();

for(int i=0;i<4;i++)

{

nex.x=now.x+dir[i][0];

nex.y=now.y+dir[i][1];

nex.cur=now.cur+1;////这里一定会改变方向，（因为要做到的是一搜到底）起点-1，所以恰好是0，即没算

while(1)//一搜到底

{

if(nex.x>=0&&nex.x<m&&nex.y>=0&&nex.y<n&&a[nex.x][nex.y]=='.')//忽略重复访问的点

{

if(nex.x==ex&&nex.y==ey)

{

cout<<"yes"<<endl;

return;

}

if(vis[nex.x][nex.y]==0)//重复点只入队一次，但可以多次经过

{

vis[nex.x][nex.y]=1;

s.push(nex);

}

nex.x+=dir[i][0];

nex.y+=dir[i][1];

}

else

break;

}

}

}

cout<<"no"<<endl;

}

int main()

{

int T;

cin>>T;

while(T--)

{

cin>>m>>n;

for(int i=0;i<m;i++)

for(int j=0;j<n;j++)

{

cin>>a[i][j];

/\*\*C语言的char[][]这样输入，不然会出错

for(int i=0;i<m;i++)

{

scanf("%s",a[i]);

}\*/

}

cin>>k>>sy>>sx>>ey>>ex;

sy--;

sx--;

ey--;

ex--;

bfs(sx,sy);

}

return 0;

}

DFS版：

//dfs 124ms

#include<iostream>

#include<cstring>

#include<cstdio>

#include<queue>

using namespace std;

#define INF 0x0fffffff

#define MAXN INF

int m,n;

char a[110][110];

int wan[110][110];//拐弯数

int k,sx,sy,ex,ey;

int fang[4][2]={0,1,0,-1,1,0,-1,0};

int flag;

void dfs(int x,int y,int dir)

{

int tx,ty;

if(x==ex&&y==ey)

{

if(wan[x][y]<=k)//到达

{

flag=1;

}

return;

}

if(wan[x][y]>k)

return;

for(int i=0;i<4;i++)

{

tx=x+fang[i][0];

ty=y+fang[i][1];

//剪枝.3,4步剪枝会直接影响结果正确性。去掉就会WA,是因为当前差解覆盖了比它优的解造成无解，也就是当前情况破坏了可能解的路径。充分说明了剪枝的重要性。

if(tx<0||tx>=m||ty<0||ty>=n)

continue;

if(a[tx][ty]=='\*')

continue;

/\*--------------核心-------------实际上本题的DFS不同于一般dfs，因为我们这里没设置vis[][]标记刚走过的路，所以意味着每个搜索分支都可以访问所有别的分支访问过的点(保证了搜索的任意性)，这样就可以不停更新出最优路径，同时这也使得题的dfs可以走回头路！这会造成死循环，所以这里用了另一种记录来防止回头，就是核心的第二条，若回头了，则i!=dir一定成立，所以当前wan[x][y]+1一定会大于wan[tx][ty],从而这一步就被剪掉了保证了DFS不会死住。 ------\*/

if(dir!=-1&&i==dir&&wan[tx][ty]<wan[x][y])//下一步转弯数小于前一步转弯数,说明此位置已遍历且更优，无须再遍历(不转弯情形)(红字去掉也对)

continue;

if(dir!=-1&&i!=dir&&wan[tx][ty]<wan[x][y]+1)//若下一步原有拐弯数比当前步进入该处拐弯数小,说明已遍历且更优，无须再遍历(转弯情形)(实际上也是为了防止回头死循环，一石二鸟，厉害)

continue;

/\*----------------------------------------\*/

if(dir!=-1&&i!=dir)

wan[tx][ty]=wan[x][y]+1;

else

wan[tx][ty]=wan[x][y];

dfs(tx,ty,i);

if(flag)

return;

}

}

int main()

{

int T;

cin>>T;

while(T--)

{

cin>>m>>n;

for(int i=0;i<m;i++)

for(int j=0;j<n;j++)

{

cin>>a[i][j];

}

cin>>k>>sy>>sx>>ey>>ex;

sy--;

sx--;

ey--;

ex--;

for(int i=0;i<m;i++)

for(int j=0;j<n;j++)

{

wan[i][j]=MAXN;//初始化所有点的转弯数为MAXN.后面剪枝会用

}

wan[sx][sy]=0;//初始

flag=0;

dfs(sx,sy,-1);

if(flag)

cout<<"yes"<<endl;

else

cout<<"no"<<endl;

}

return 0;

}